**Основы LINQ**

**LINQ (Language-Integrated Query)** представляет простой и удобный язык запросов к источнику данных. В качестве источника данных может выступать объект, реализующий интерфейс IEnumerable (например, стандартные коллекции, массивы), набор данных DataSet, документ XML. Но вне зависимости от типа источника LINQ позволяет применить ко всем один и тот же подход для выборки данных.

**Пример 1.** Выберем из массива строки, начинающиеся на определенную букву и отсортируем полученный список:

static void Main(string[] args)

{

string[] teams = { "Бавария", "Боруссия", "Реал Мадрид", "Манчестер Сити", "ПСЖ", "Барселона" };

var selectedTeams = new List<string>();

foreach (string s in teams)

{

if (s.ToUpper().StartsWith("Б"))

selectedTeams.Add(s);

}

selectedTeams.Sort();

foreach (string s in selectedTeams)

Console.WriteLine(s);

}

**Пример 2.** Вариант с LINQ:

string[] teams = { "Бавария", "Боруссия", "Реал Мадрид", "Манчестер Сити", "ПСЖ", "Барселона" };

var selectedTeams = from t in teams // определяем каждый объект из teams как t

where t.ToUpper().StartsWith("Б") //фильтрация по критерию

orderby t // упорядочиваем по возрастанию

select t; // выбираем объект

foreach (string s in selectedTeams)

Console.WriteLine(s);

**Пример 3.** Вариант LINQ с методами

var selectedTeams2 = teams.Where(t => t.ToUpper().StartsWith("Б")).OrderBy(t => t);

foreach (string s in selectedTeams2)

Console.WriteLine(s);

**Пример 4.** Использование интерфейса IEnumerable<…>

string[] names = { "Adams", "Arthur", "Buchanan", "Bush", "Carter", "Cleveland", "Clinton", "Coolidge", "Eisenhower", "Fillmore", "Ford", "Garfield", "Grant", "Harding", "Harrison", "Hayes", "Hoover", "Jackson",

"Jefferson", "Johnson", "Kennedy", "Lincoln", "Madison", "McKinley",

"Monroe", "Nixon", "Obama", "Pierce", "Polk", "Reagan", "Roosevelt",

"Taft", "Taylor", "Truman", "Tyler", "Van Buren", "Washington", "Wilson"};

// Использование синтаксиса выражения запроса

IEnumerable<string> sequence1 = from n in names

where n.Length < 6

select n;

foreach (string name in sequence)

{

Console.WriteLine("{0}", name);

}

// Использование точечной нотации

IEnumerable<string> sequence = names.Where(n => n.Length < 6).Select(n => n);

**Пример 5.**

string[] numbers = { "40", "2012", "176", "5" };

// Преобразуем массив строк в массив типа int используя LINQ

int[] nums = numbers.Select(s => Int32.Parse(s)).ToArray();

foreach (int n in nums)

Console.Write(n + " ");

**Пример 6.**

string[] numbers = { "40", "2012", "176", "5" };

// Преобразуем массив строк в массив типа int и сортируем по возрастанию используя LINQ

int[] nums2 = numbers.Select(s => Int32.Parse(s)).OrderBy(s => s).ToArray();

foreach (int n in nums2)

Console.Write(n + " ");

**Пример 7.**

Dictionary<int, string> obj = new Dictionary<int, string>();

obj[5] = "11111";

obj[2] = "55555";

obj[3] = "33333";

var obj2 = from a in obj

where a.Key>3

select a;

foreach (KeyValuePair<int, string> p in obj2)

{

Console.WriteLine(p.Key + "\t" + p.Value);

}

**Пример 8.** Отложенный запрос, где результат не кэшируется и может изменяться от одного перечисления к другому

int[] intArray = new int[] { 1, 2, 3 };

IEnumerable<int> ints = intArray.Select(i => i);

foreach (int i in ints)

Console.WriteLine(i);

// Изменить элемент, в источнике данных

intArray[0] = 5;

foreach (int i in ints)

Console.WriteLine(i);

**Пример 9.** Выборка сложных объектов при помощи метода фильтрации

class User

{

public string Name { get;set; }

public int Age { get; set; }

public List<string> Languages { get; set; }

public User()

{

Languages = new List<string>();

}

}

List<User> users = new List<User>

{

new User {Name="Том", Age=23, Languages = new List<string> {"английский", "немецкий" }},

new User {Name="Боб", Age=27, Languages = new List<string> {"английский", "французский" }},

new User {Name="Джон", Age=29, Languages = new List<string> {"английский", "испанский" }},

new User {Name="Элис", Age=24, Languages = new List<string> {"испанский", "немецкий" }}

};

var selectedUsers = from user in users

where user.Age > 25

select user;

foreach (User user in selectedUsers)

или при помощи метода фильтрации **Where**

var selectedUsers = users.Where(u => u.Age > 25);

**Сложные фильтры**

Теперь рассмотрим более сложные фильтры. Например, в классе пользователя есть список языков, которыми владеет пользователь. Что если нам надо отфильтровать пользователей по языку:

**Пример 10.** Фильтрация пользователей по языку

var selectedUsers = from user in users

from lang in user.Languages

where user.Age < 28

where lang == "немецкий"

select user;

Для создания аналогичного запроса с помощью методов расширения применяется метод **SelectMany**:

var selectedUsers = users.SelectMany(u => u.Languages, (u, l) => new { User = u, Lang = l }).Where(u => u.Lang == "немецкий" && u.User.Age < 28).Select(u => u.User);

Метод **SelectMany()** в качестве первого параметра принимает последовательность, которую надо проецировать, а в качестве второго параметра - функцию преобразования, которая применяется к каждому элементу. На выходе она возвращает 8 пар "пользователь - язык" (new { User = u, Lang = l }), к которым потом применяетс фильтр с помощью **Where**.

**Проекция**

Проекция позволяет спроектировать из текущего типа выборки какой-то другой тип. Для проекции используется оператор **select**. Допустим, у нас есть набор объектов следующего класса, представляющего пользователя:

class User

{

public string Name { get; set; }

public int Age { get; set; }

}

List<User> users = new List<User>();

users.Add(new User { Name = "Sam", Age = 43 });

users.Add(new User { Name = "Tom", Age = 33 });

var names = from u in users select u.Name;

Console.WriteLine(names.GetType());

foreach (string n in names)

Console.WriteLine(n);

Результат выражения LINQ будет представлять набор строк, поскольку выражение select u.Name выбирают в результирующую выборку только значения свойства Name.

Аналогично можно создать объекты другого типа, в том числе анонимного:

List<User> users = new List<User>();

users.Add(new User { Name = "Sam", Age = 43 });

users.Add(new User { Name = "Tom", Age = 33 });

var items = from u in users

select new

{

FirstName = u.Name,

DateOfBirth = DateTime.Now.Year - u.Age

};

Console.WriteLine(items.GetType());

foreach (var n in items)

Console.WriteLine("{0} - {1}", n.FirstName, n.DateOfBirth);

Здесь оператор select создает объект анонимного типа, используя текущий объект User. И теперь результат будет содержать набор объектов данного анонимного типа, в котором определены два свойства: FirstName и DateOfBirth.

В качестве альтернативы мы могли бы использовать метод расширения **Select():**

// выборка объектов анонимного типа

var items = users.Select(u => new

{

FirstName = u.Name,

DateOfBirth = DateTime.Now.Year - u.Age

});

Переменные в запросах и оператор **let**

Иногда возникает необходимость произвести в запросах **LINQ** какие-то дополнительные промежуточные вычисления. Для этих целей мы можем задать в запросах свои переменные с помощью оператора **let**:

List<User> users = new List<User>()

{

new User { Name = "Sam", Age = 43 },

new User { Name = "Tom", Age = 33 }

};

var people = from u in users

let name = "Mr. " + u.Name

select new

{

Name = name,

Age = u.Age

};

**Выборка из нескольких источников**

В LINQ можно выбирать объекты не только из одного, но и из большего количества источников:

**Пример 11**

class Phone

{

public string Name { get; set; }

public string Company { get; set; }

}

class User

{

public string Name { get; set; }

public int Age { get; set; }

}

List<User> users = new List<User>()

{

new User { Name = "Sam", Age = 43 },

new User { Name = "Tom", Age = 33 }

};

List<Phone> phones = new List<Phone>()

{

new Phone {Name="Lumia 630", Company="Microsoft" },

new Phone {Name="iPhone 6", Company="Apple"},

};

var people = from user in users

from phone in phones

select new { Name = user.Name, Phone = phone.Name };

foreach (var p in people)

Console.WriteLine("{0} - {1}", p.Name, p.Phone);

![](data:image/png;base64,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)

**Сортировка**

Для сортировки набора данных по возрастанию используется оператор **orderby**. Оператор **orderby** принимает критерий сортировки. По умолчанию оператор **orderby** производит сортировку по возрастанию.

int[] numbers = { 3, 12, 4, 10, 34, 20, 55, -66, 77, 88, 4 };

var orderedNumbers = from i in numbers

orderby i

select i;

Допустим, надо отсортировать выборку сложных объектов. Тогда в качестве критерия мы можем указать свойство класса объекта:

List<User> users = new List<User>()

{

new User { Name = "Tom", Age = 33 },

new User { Name = "Bob", Age = 30 },

new User { Name = "Tom", Age = 21 },

new User { Name = "Sam", Age = 43 }

};

var sortedUsers = from u in users

orderby u.Name

select u;

Сортировка по убыванию с помощью ключевого слова и **descending**

var sortedUsers = from u in users

orderby u.Name descending

select u;

Вместо оператора **orderby** можно использовать методы расширения **OrderBy (сортирование по возрастанию)**:

var sortedUsers = users.OrderBy(u => u.Name);

или сортировка по убыванию **OrderByDescending**

var sortedUsers = users.OrderByDescending(u => u.Name);

**Множественные критерии сортировки**

В наборах сложных объектов иногда встает ситуация, когда надо отсортировать не по одному, а сразу по нескольким полям. Для этого в запросе **LINQ** все критерии указываются в порядке приоритета через запятую:

List<User> users = new List<User>()

{

new User { Name = "Tom", Age = 33 },

new User { Name = "Bob", Age = 30 },

new User { Name = "Tom", Age = 21 },

new User { Name = "Sam", Age = 43 },

new User { Name = "Alice", Age = 28 },

};

var result = from user in users

orderby user.Name, user.Age, user.Name.Length

select user;

С помощью методов расширения то же самое можно сделать через метод **ThenBy()**(для сортировки по возрастанию) и **ThenByDescending()** (для сортировки по убыванию):

var result = users.OrderBy(u => u.Name).ThenBy(u => u.Age).ThenBy(u => u.Name.Length);

**Работа с множествами**

Кроме методов выборки **LINQ** имеет несколько методов для работы с множествами: разность, объединение и пересечение.

**Разность множеств**

С помощью метода **Except** можно получить разность двух множеств:

string[] soft = { "Microsoft", "Google", "Apple" };

string[] hard = { "Apple", "IBM", "Samsung" };

// разность множеств

var result = soft.Except(hard);

foreach (string s in result)

Console.WriteLine(s);

В данном случае из массива **soft** убираются все элементы, которые есть в массиве **hard**.

**Пересечение множеств**

Для получения пересечения множеств, то есть общих для обоих наборов элементов, применяется метод **Intersect**:

// пересечение множеств

var result = soft.Intersect(hard);

Так как оба набора имеют только один общий элемент, то соответственно только он и попадет в результирующую выборку - **Apple**

**Объединение множеств**

Для объединения двух множеств используется метод **Union**. Его результатом является новый набор, в котором имеются элементы, как из одного, так и из второго множества. Повторяющиеся элементы добавляются в результат только один раз:

// объединение множеств

var result = soft.Union(hard);

Объединение двух наборов, то мы можем использовать метод **Concat**:

var result = soft.Concat(hard);

string[] str = result.ToArray<string>();

**Удаление дубликатов**

Для удаления дублей в наборе используется метод **Distinct**:

var result = soft.Concat(hard).Distinct()

**Агрегатные операции**

К агрегатным операциям относят различные операции над выборкой, например, получение числа элементов, получение минимального, максимального и среднего значения в выборке, а также суммирование значений.

**Метод** **Aggregate**

Метод **Aggregate** выполняет общую агрегацию элементов коллекции в зависимости от указанного выражения.

int[] numbers = { 1, 2, 3, 4, 5 };

int query = numbers.Aggregate((x, y) => x - y);

Переменная query будет представлять результат агрегации массива. В качестве условия агрегации используется выражение (x,y)=> x - y, то есть вначале из первого элемента вычитается второй, потом из получившегося значения вычитается третий и так далее.

**Получение размера выборки. Метод Count**

Для получения числа элементов в выборке используется метод **Count():**

int[] numbers = { 1, 2, 3, 4, 10, 34, 55, 66, 77, 88 };

int size = (from i in numbers where i % 2 == 0 && i > 10 select i).Count();

Console.WriteLine(size);

Метод **Count()** в одной из версий также может принимать лямбда-выражение, которое устанавливает условие выборки. Поэтому мы можем в данном случае не использовать выражение **Where**:

int size = numbers.Count(i => i % 2 == 0 && i > 10);

**Получение суммы**

Для получения суммы значений применяется метод **Sum**:

int[] numbers = { 1, 2, 3, 4, 10, 34, 55, 66, 77, 88 };

List<User> users = new List<User>()

{

new User { Name = "Tom", Age = 23 },

new User { Name = "Sam", Age = 43 },

new User { Name = "Bill", Age = 35 }

};

int sum1 = numbers.Sum();

decimal sum2 = users.Sum(n => n.Age);

**Максимальное, минимальное и среднее значения**

Для нахождения минимального значения применяется метод **Min()**, для получения максимального - метод **Max()**, а для нахождения среднего значения - метод **Average().** Их действие похоже на методы **Sum** и **Count**:

int min1 = numbers.Min();

int min2 = users.Min(n => n.Age); // минимальный возраст

int max1 = numbers.Max();

int max2 = users.Max(n => n.Age); // максимальный возраст

double avr1 = numbers.Average();

double avr2 = users.Average(n => n.Age); //средний возраст

**Методы Skip и Take**

Метод **Skip()** пропускает определенное количество элементов, а метод **Take()** извлекает определенное число элементов. Нередко данные методы применяются вместе для создания постраничного вывода.

int[] numbers = { -3, -2, -1, 0, 1, 2, 3 };

var result = numbers.Take(3);

foreach (int i in result)

Console.WriteLine(i);

var result2 = numbers.Skip(3);

foreach (int i in result2)

Console.WriteLine(i);

var result3 = numbers.Skip(3).Take(3);

foreach (int i in result3)

Console.WriteLine(i);

Похожим образом работают методы **TakeWhile** и **SkipWhil**e.

Метод **TakeWhile** выбирает цепочку элементов, начиная с первого элемента, пока они удовлетворяют определенному условию

string[] teams = { "Бавария", "Боруссия", "Реал Мадрид", "Манчестер Сити", "ПСЖ", "Барселона" };

foreach (var t in teams.TakeWhile(x => x.StartsWith("Б")))

Console.WriteLine(t);

**SkipWhile** пропускает цепочку элементов, начиная с первого элемента, пока они удовлетворяют определенному условию.

string[] teams = { "Бавария", "Боруссия", "Реал Мадрид", "Манчестер Сити", "ПСЖ", "Барселона" };

foreach (var t in teams.SkipWhile(x => x.StartsWith("Б")))

Console.WriteLine(t);

**Группировка**

Для группировки данных по определенным параметрам применяется оператор **group by** или метод **GroupBy(**). Если в выражении **LINQ** последним оператором, выполняющим операции над выборкой, является **group**, то оператор **select** не применяется.

Допустим, у нас есть набор из объектов следующего типа:

class Phone

{

public string Name { get; set; }

public string Company { get; set; }

}

List<Phone> phones = new List<Phone>

{

new Phone {Name="Lumia 430", Company="Microsoft" },

new Phone {Name="Mi 5", Company="Xiaomi" },

new Phone {Name="LG G 3", Company="LG" },

new Phone {Name="iPhone 5", Company="Apple" },

new Phone {Name="Lumia 930", Company="Microsoft" },

new Phone {Name="iPhone 6", Company="Apple" },

new Phone {Name="Lumia 630", Company="Microsoft" },

new Phone {Name="LG G 4", Company="LG" }

};

var phoneGroups = from phone in phones

group phone by phone.Company;

foreach (IGrouping<string, Phone> g in phoneGroups)

{

Console.WriteLine(g.Key);

foreach (var t in g)

Console.WriteLine(t.Name);

Console.WriteLine();

}

Оператор **group** принимает критерий по которому проводится группировка: **group phone by phone.Company** - в данном случае группировка по свойству **Company**.

Результатом оператора group является выборка, которая состоит из групп. Каждая группа представляет объект **IGrouping<string, Phone>.**

Аналогичный запрос можно построить с помощью метода расширения **GroupBy:**

var phoneGroups = phones.GroupBy(p => p.Company);

**Создание из группы нового объекта**

var phoneGroups2 = from phone in phones

group phone by phone.Company into g

select new { Name = g.Key, Count = g.Count() };

foreach (var group in phoneGroups2)

Console.WriteLine("{0} : {1}", group.Name, group.Count);

Аналогичная операция с помощью метода **GroupBy():**

var phoneGroups2 = phones.GroupBy(p => p.Company).Select(g => new { Name = g.Key, Count = g.Count() });

**Вложенные запросы:**

var phoneGroups2 = from phone in phones

group phone by phone.Company into g

select new

{

Name = g.Key,

Count = g.Count(),

Phones = from p in g select p

};

foreach (var group in phoneGroups2)

{

Console.WriteLine("{0} : {1}", group.Name, group.Count);

foreach (Phone phone in group.Phones)

Console.WriteLine(phone.Name);

Console.WriteLine();

}

Аналогичный запрос с помощью метода **GroupBy:**

var phoneGroups2 = phones.GroupBy(p => p.Company).Select(g => new

{

Name = g.Key,

Count = g.Count(),

Phones = g.Select(p => p)

});